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Abstract— Software security failures are common and a long standing challenge to the research community. We can conceptualize the vulnerability of an application through its attack surface size. A system's attack surface is an indicator of the system’s security. Unfortunately predicting software’s future attack surface size during design phase in earlier stage of software development life cycle (SDLC) is largely missing.

Our objective is to investigate the statistical relationship between system's attack surface with various size and complexity metrics to find a set of size and complexity metrics which is/are best suitable to predict software’s future attack surface early in software development cycle. In this research paper, we investigate whether software design metrics can be utilized as early indicators of system’s future attack surface size. For an experimental setting, nine open-source java-based projects were analyzed.

Our experimental results indicate that architectural information from the non-security realm such as design metrics are useful in system’s attack surface size prediction.
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I. INTRODUCTION

Motivation: There is growing dependency valuable assets on computer in modern world. Think of the current prevalence of human live dependency on online banking, ecommerce, online airline reservation etc. We see that modern world demands secure software as a core requirement for human lives. Unfortunately, software security failures are increasing exponentially [1].Vulnerability and other faults in a software under construction manifest at code level though they have injected during design phase of software under construction. Preventing Vulnerability during design phase is a great idea to design secure software systems.

Software design metrics measure the software artefacts like size & complexity, inheritance, coupling and cohesion. These software artefacts can be measured during various SDLC phases(such as design or coding)[8]. The complexity of any software system depends on program size and control structures among many other factors. Several research studies [2, 3, 4-11, 13-15] show that high size and complexity make software difficult to abstract, develop, test and maintain. Intuitively size and complexity of software may, as well, lead to introduction of vulnerabilities that can be exploited by malicious users and increase damage propagation when a system gets compromised [25].

We have selected the standard design metrics describing the size and system complexity of object oriented software. Prior research has been done on fault and vulnerability prediction by using design metrics [17, 19-23, 34]. The design-level metrics are the structural measurements defined in the Chidamber- Kemerer (CK) [24] metric suite for Object-Oriented (OO) architectures.

On the other side vulnerability of an application can be conceptualized through its attack surface size. A system's attack surface is “the set of ways in which an adversary can enter the system and potentially cause damage” [24]. So, the smaller an attack surface, the safer from harm and more secure the system. The channels that facilitate an attack include system entry and exit points (method calls), input strings, and data items (files). These channels are all considered attack resources that affect the size of an attack surface.

An attacker uses a system's methods, channels, and data items present in the system's environment to attack the system.

Manadhata and Wing used the entry point and exit point framework to identify the resources that are part of a system's attack surface[24]. Historically, attack surface was an informal concept loosely tied to the amount of system functionality that an attacker could access or influence from outside the system [25]. Manadhata and Wing [26] quantify attack surface in terms of the resources used by a system to interact with its external
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environment. The method they propose for measuring attack surface serves two purposes. First, the attack surface metric numerically characterizes the touchpoints that a system has with its external environment. Second, the metric serves as a prediction system to enable the assessment of security-related risks.

II. BACKGROUND AND RELATED WORK

Attack surface has been quantified through much iteration by research community, scholars and security professionals. Attack vectors [29] was One of the earlier methods used to quantify attack surface. An attack vector is a feature such as a file with weak permissions, an unpatched loophole in software execution, a possibility of buffer overflow, etc. in a system that is often used in attacks on that system. The particular set of attack vectors is different for each system analyzed and the choice of attack vectors was not systematic, and was completely up to the discretion of the individual who was analyzing the system. In this early attack surface focused work typically, a security expert chose appropriate attack vectors to identify all possible attack points. Then these attack points were ranked in order of damage potential. Often in attack vector method an expert was also required to identify system’s known security flaws and issues along with security expert. Although attack vector method was effective for measuring the attack surface of a program, but it was not practical and could not be completed by an educated security novice, or completed systematically, such as through an analysis program. It required expert knowledge of both security and the program itself. The next method for measuring an attack surface adopted a qualitative approach. An input/output automaton was developed for a system, which allowed the easy identification of channels of attack and attackable resources [31].

Pratyusa K. Manadhata et al proposed a formal model for a system’s attack surface [1]. They formalized the notion of a system’s attack surface using an I/O automata model of the system[28] and defined a quantitative measure of the attack surface in terms of three kinds of resources used in attacks on the system: methods, channels, and data. In their research work[1] they introduced the entry point and exit point framework based on an I/O automata model of a system and define the system’s attack surface in terms of the framework. They had also established that with respect to the same attacker, a larger attack surface of a system leads to a larger number of potential attacks on the system and introduced the notions of damage potential and effort to estimate a resource’s contribution to the measure of a system’s attack surface and define a qualitative and a quantitative measure of the attack surface.

Complexity and Attack Surface

Recently, there have been a few attempts at identifying vulnerability-prone functions using code-level complexity metrics by Shin and William [30-32]. But there is no known work to predict system’s future attack surface during design phase using complexity design metrics. Therefore, our study incorporates design metrics which are not considered in [30-32]. We use statistical techniques to predict system’s future attack surface attack surface size during SDLC process of software development.

Our objective is to investigate the statistical relationship between system’s attack surface with various size and complexity metrics to find a set of size and complexity metrics which is/are best suitable to predict software’s future attack surface early in software development cycle.

III. MATERIALS AND METHODS

This study focuses solely on Java-based applications. Several open source java applications are selected to be the case studies for this research. We have chosen nine java applications (see appendix A) spanning to a wide range of software applications as follows:

The size and complexity design metrics are collected from the source code of above selected java applications. Following size and complexity design metrics are chosen and analyzed based on the belief that what they measure is likely to have a significant impact on an attack surface measurement:

- **NOP** Number of Packages: the number of high-level packaging mechanisms, e.g., packages in Java, namespaces in C++, etc.
- **NOC** Number of Classes, i.e., the number of classes defined in the system, not counting library classes.
- **NOM** Number of Operations, i.e., the total number of user defined operations within the system, including both methods and global functions (in programming languages that allow such constructs).
- **LOC** Lines of Code, i.e., the lines of all user-defined operations (lines of code belonging to methods) are counted.
- **CYCLO** Cyclomatic Number, i.e., the total number of possible program paths summed from all the operations in the system. It is the sum of McCabe’s cyclomatic number.
The Microsoft Attack Surface Analyzer beta version is used to measure the attack surface of the java applications. The analyzer scans for items such as running processes, open ports, new firewall rules, directories with weak permissions, and other unsecure events or states. The analyzer assigns a severity ranking to the security issues found, which represents the ratio of damage potential to effort value. After each application is scanned and a report is generated, the issues are totaled to get a measurement of the attack surface for each java application.

<table>
<thead>
<tr>
<th>Java Applications</th>
<th>Cyclo</th>
<th>LOC</th>
<th>NOM</th>
<th>NOC</th>
<th>NOP</th>
<th>surface</th>
<th>Attack</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bulles and Cows</td>
<td>98</td>
<td>859</td>
<td>54</td>
<td>13</td>
<td>8</td>
<td>24</td>
<td></td>
</tr>
<tr>
<td>Google2stat</td>
<td>176</td>
<td>1327</td>
<td>91</td>
<td>8</td>
<td>1</td>
<td>32</td>
<td></td>
</tr>
<tr>
<td>HashcodeCrackerc</td>
<td>3206</td>
<td>12645</td>
<td>1541</td>
<td>176</td>
<td>22</td>
<td>78</td>
<td></td>
</tr>
<tr>
<td>Jftp</td>
<td>3231</td>
<td>23171</td>
<td>1256</td>
<td>134</td>
<td>16</td>
<td>104</td>
<td></td>
</tr>
<tr>
<td>JGPSTrackEdit</td>
<td>2360</td>
<td>10094</td>
<td>1591</td>
<td>130</td>
<td>22</td>
<td>63</td>
<td></td>
</tr>
<tr>
<td>Memoranda</td>
<td>2827</td>
<td>19722</td>
<td>1361</td>
<td>128</td>
<td>10</td>
<td>111</td>
<td></td>
</tr>
<tr>
<td>Mypassword</td>
<td>889</td>
<td>5914</td>
<td>418</td>
<td>37</td>
<td>8</td>
<td>48</td>
<td></td>
</tr>
<tr>
<td>Scientific</td>
<td>87</td>
<td>744</td>
<td>15</td>
<td>2</td>
<td>2</td>
<td>13</td>
<td></td>
</tr>
<tr>
<td>Calculator</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Simple Video</td>
<td>258</td>
<td>1418</td>
<td>91</td>
<td>6</td>
<td>2</td>
<td>27</td>
<td></td>
</tr>
</tbody>
</table>

The correlation coefficients are calculated for each metric and the attack surface as two data sets, yielding five different coefficients, which can be seen in Table II. Correlation coefficients range from -1 to 1. For correlations between two sets of data, a value of 0 means that no correlation whatsoever exists. If you have a value from one set, with a correlation of 0 you can make no assumptions at all about the corresponding value from the other set. If the correlation coefficient is positive, however, it means that as the values of one data set get larger so do the values in the other set. Similarly, if the correlation is negative, as values of one data set get larger, the values in the other data set will get smaller. A correlation coefficient of 1 or -1 means there is a perfect correlation between the two data sets; if the sets were graphed as a scatter plot, connecting the dots would yield a perfectly straight line. Typically, a correlation coefficient from .85 to 1 or from -.85 to -1 is considered a strong correlation. In this context, it would mean that there is a strong correlation between a given metric and the attack surface size for this data set.

RESULT ANALYSIS:
The first observation is that all of the correlation coefficients are .85 or greater except for NOP, indicating that the relationships between each metric and attack surface are strong correlations (except NOP). From the above observation LOC and CYCLO is strong predictor of software’s future attack surface size whereas NOM and NOC is also good indicator of predicting any software’s future attack surface size. Although NOP is not strongly correlated with attack surface size metrics yet there is positive correlation of attack size with NOP.

T-Test Analysis
We conduct a t-test to determine whether the statistical relationship between the design metrics and the attack surface measure is real or just the result of chance. All of the t-tests are significant at the 0.05 level. The p-values for each of the T-tests are listed in Table III.

To further investigate the findings, the scatter plots of each metric vs. Attack surface are examined in figure 1 through 5.
Every metric except for NOP has a correlation with attack surface that is greater than .85, indicating that the total number of possible program paths summed from all the operations in the system, the number of classes, the lines of all user-defined operations, the number of operations in classes, the total number of user defined operations within the system and the number of classes defined in the system are all strong predictors of attack surface size. The strongest correlation is LOC. It has a .98 correlation, which is nearly perfect. Why LOC ties so closely to attack surface size is that many of the user defined operations are highly weighted and relies on the external sources such as files, ports, and entities that are used to evaluate attack surface measurement. Another reason that LOC is linked so closely to attack surface is that every time a user defined operations call an external service, it essentially opens an extra avenue of attack into the operation itself and make the application easier to attack, many will, and the developer is then basing the security of his package on the security of the outside service that he is relying on. Essentially, it only takes one weak user defined operation to break a chain, and the higher the weight of user defined operations, the more chance of adding weak links to the security chain of a program.

Thus, having a strong predictor of attack surface, like LOC, is extremely helpful. Rather than waiting to develop and deliver a challenging software patch, during the design phase developers should strive to lower their LOC metric values in order to reduce their future attack surface. This approach would likely lead to a more secure computing world.
In this research paper we have shown how size and complexity design metrics appear to be feasible predictors of system’s future attack surface size. Considering all these metrics during the design process of any software will potentially lead to more secure applications.

In the future, research in this area should be taken in several different directions. First, other languages should be analyzed to determine if these java specific findings still hold true. Another avenue of research would be to specify the specific area in software design area that most contributes to attack surface.
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APPENDIX A


Google2srt: Google2SRT is a tool that can download "not embedded" subtitles (Closed Captions - CC) from YouTube/Google Video videos (if those are present) and convert them to a standard format (SubRip - SRT) supported by most video players. http://google2srt.sourceforge.net

HashcodeCracker: This software cracks the MD5, SHA1,NTLM(Windows Password) hash codes.

Jftp: JFtp it is a FTP Client, written on java. Project provides well convenient user interface for performing ftp operations, generally for file or/and directories transfer. http://jftp.sourceforge.net/

JGPSTrackEdit: JGPSTrackEdit is a tool for editing gps tracks and planning (multiple days) tours (GPS track editor).. http://sourceforge.net/p/jgpstrackedit/wiki/Home/

Memoranda: Memoranda (formerly known as jNotes2) is a cross-platform diary manager and a personal project management tool. http://memoranda.sourceforge.net/

Mypassword: MyPassword is a very light-weight, secure and easy-to-use password manager. http://www.mypasswords7.com/

Scientific Calculator: This Calculator is beautifully designed, having both standard and scientific modes of calculations. It is built to run anywhere, as its written completely in java. http://codecypher.blogspot.in/